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ASSESSMENT OF THE STATIC ANALYZERS USAGE FITNESS FOR
SOFTWARE VULNERABILITIES IDENTIFICATION

Source code analysis (SCA) tools are allowed to analyze source code and/or compiled version of code in order to
help find security flaws. Most SCA tools are capable of finding multiple types of flaws, but the capabilities of
tools are not necessarily uniform across the spectrum of flaws they detect. Even tools that target a specific
type of flaw are capable of finding some variants of that flaw and not others. Nowadays there is a lack of informa-
tion concerning the quality of functioning results of the static code analysis tools. In order to overcome this the
SCA usage for sofiware security defects identification was investigated. The common SCA tools functioning re-
sults were considered. The effectiveness of SCA means to identify defects in the source code associated with soft-

ware security was analyzed.
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Introduction

One of the definitions of software security is its
property to function without showing negative effects on
a computer system [1]. The level of software security is a
probability that software during its operation under given
conditions will returned functionally suitable result. The
reasons that lead to functionally useless results can be
different: failures of the computer systems, error of pro-
grammers and operators, defects in software. Harmful
influence on software is performed with the purpose of
privacy violation, integrity and availability of informa-
tion. Software safety assurance includes two main as-
pects: development of secure software and control of its
secure execution. First aspect requires implementation
into life cycle measures for software quality and security
assurance. This includes usage of the special tools, stud-
ies of developers, architects and engineers for safety re-
quirements providing. The second aspect is providing of
secure software execution. For example sandboxing code
(as the Java virtual machine does), protecting against
malicious code, obfuscating code, monitoring programs
as they run (especially their input), enforcing the software
use policy with technology, and dealing with extensible
systems.

However, today there are serious problems with
security software. The Veracode company is analyzed
the source code of software in order to identify vulner-
abilities. The report indicates the presence of serious
problems with safety in approximately 60% of tested
software. The 88% of tested by company software does
not meet standards OWASP and CWE/SANS [2].

Vulnerabilities in software lead to significant fi-
nancial losses. For example, a buffer overflow error in

Microsoft IIS and Windows RPC Service were used by
viruses Code Red and MS Blaster. They cost to Micro-
soft $3.26 and $1 billion respectively. Buffer overflow
in Microsoft SQL Server, which was used by SQL
Slammer virus has brought losses of $1.2 billion for 5
days [3]. IBM’s reports indicate that each year about
eight thousand new vulnerabilities in software are ap-
peared [4].

Therefore, implementation of measures for soft-
ware security assurance throughout its life cycle is
important problem for today.

One of the methods of source code verification and
automated detection of defects associated with the soft-
ware security is a static code analysis (SCA). SCA is the
process of detecting errors and defects in software's
source code that is performed without actually executing
programs [5]. Static code analyzers are used to uncover
hard to find implementation errors before run-time, since
they may be even more difficult or impossible to find and
assess during execution. These tools can discover many
logical, safety and security errors in an application with-
out the need to execute the application.

SCA methods include model checking, control
and data flow analysis and text-based pattern matching
[6]. The diversity between analysis algorithms leads to
significant differences and differentiation of their func-
tioning results. SCA tools do not demonstrate equally
effectiveness in detection of various types of weak-
nesses, because do not cover all flaw types [7].

Nowadays researches indicate the necessity of
quality assessment of the static code analysis results.
The presence of false positive and the lack of standardi-
zation for interpretation of SCA results creates obstacles
in tools effectiveness assessment [8][9]. Evaluation of
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SCA usage effectiveness and development of the
method for SCA tools selection will allow to improve
the quality of static code analysis and to get a univer-
sal mean for selecting an analyzer for a specific soft-
ware project.

1. C and C++ security problems

Today, considerable part of the system software,
software for mobile and embedded systems, control
systems, and other mission-critical software developed
with using of C and C++ programming languages [10].
Languages such as C and C++ are designed primarily
for efficiency and portability assurance. Therefore,
they provide little support to avoid or to deal with run-
time errors. For example, there is no checking in C that
read or write access to an array is within bounds, that
dereferencing of a pointer variable is possible (that the
variable is not null) or that type casting is well-
defined. Such checks must therefore be enforced by
the programmer. For software with high security re-
quirements advanced memory management and poten-
tially dangerous set of library functions (such as gets)

lead to increase costs and time that are spent on the
phases of implementation and testing.

So for languages C and C++ much attention re-
quire weaknesses introduced in the source code. This
requires the use of measures for weaknesses detection
at the phase of implementation. Because of this source
code security analysis is effective.

At present, there are a wide range of commercial
and free tools for C and C++ static code analysis. Al-
though C and C++ are different programming lan-
guages, they are treated as a single unit since C++ is a
generally a superset of C. In addition, the most of
software assurance tools support both C and C++.

2. SCA tools and test samples

Security department of U.S. National Institute
of Standards and Technology provides a list of SCA
tools that can be used for detecting and reporting
about weaknesses that can lead to security vulner-
abilities [11]. Table 1 shows the SCA tools for C
and C++ that were selected for research and their
brief descriptions.

Table 1
SCA Tools description
Tool Characteristics
Price Main features

PVS- $4585 There are 3 sets of rules included in PVS-Studio: diagnosis of 64-bit errors
Studio (Viva64) diagnosis of parallel errors (VivaMP) general-purpose diagnosis .

. Memory leaks, invalid STL usage, overlapping data in sprintf, division by zero,
PC-Lint $389 . ;

null pointer dereference, unused struct member, passing parameter by value, etc.

Goanna $999 memory corruptions, resource leaks, buffer overruns, null pointer dereferences,
Studio C++ hazards, etc.
Cpp free Customization facilities, pre-compiled headers, dimensional strong types, value
check tracking, semantic specifications (-sem), multi-thread support.

Three sets of test samples for quality of the SCA
assessment are selected. First set is taken from site of
the U.S. department of homeland security. It includes
23 test samples designed specifically for SCA tools
testing [12]. These example programs demonstrate
flaws that may be detected by security scanners for
C/C++ software. The examples are small, simple
C/C++ programs, each of which is meant to evaluate
some specific aspect of a security scanner's perform-
ance. The total number of vulnerabilities that should
have been detected by SCA tools was 25.

Second set includes 14 test samples. It is taken
from site of Security department of U.S. National In-
stitute of Standards and Technology. Each case as in
first group is small C/C++ program, which includes
some defect, for example buffer overflow or memory
leak. Set is selected for comparative analysis with the
results for the first test set and assessment of the SCA
results for different software.

The third test set contains 10 applications with
only one type of defect. The widespread defect in the
source code CWE (Common Weakness Enumeration)
476 CWE null pointer dereference was selected [13].
In C/C++, a null pointer does not point to any object.
Null pointer dereference causes runtime errors and
abnormal program termination.

Null pointer dereferences can result in the follow-
ing security impacts: denial of service (denial-of-
service attack is an attempt to make a machine or net-
work resource unavailable to its intended users) and in
some circumstances malicious code execution.

Null pointer dereferences generally impact the
availability of an application. However, in some cases
they can also impact confidentiality and integrity.

Each of considered SCA has rule for identifica-
tion of such class of defects. So the third test set is
aimed on detection the differences between the meth-
ods used by developers to identify the stated defects.
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3. SCA Results

The following source code contains two defects
of null pointer dereferences:

#1 #include <stdio.h>

#2 void function (int *ptr)
#3 int value = *ptr; }
#4 int main (void)

#5 {

#6 int *p = NULL;

#7 int x;

#8 X = *p;

#9 function (p) ;

#10 return 0;

#11 }

Defect in the line 8 was detected by all SCA
tools, but defect in the line 3 wasn’t detected by any
SCA tool. The difference in first and second situations
is usage of dereferencing pointer operation in function
body. Analyzers in the investigation do not track such
situations. Thus, detection of a defect does not depend
only on availability of the rule in analyzer’s base. The
structure of the source code also impact on results.
Type of software and programming style determine
differences of the source code, which influence on
SCA applying effectiveness in general.

The next fragment of source code is more com-
plex and contains a set of problems related to memory
leaks, null pointer dereferencing and buffer overflows:

#1 class A {

#2 public:

#3 A() |

#4 char* p = new char[10];
#5 p = new char[10];

#6 char* a =
#7 *a = 0;

(char *)0;

#8 char c[107;
#9 c[10] = 0; }
#10 ~A() {

#11 delete p;

#12 char* a = new char[100];
#13 return;

#14 delete[] a; }
#15 private:

#16 char* p; };
#17 int main() {
#18 A a;

#19 return 0; }

Dereferencing null pointer a and array out of
range ¢ were found by all analyzers. Memory leaks
associated with the pointers p and a were found by
CppCheck and PC-lint only. Overall PVS-Studio and
Goanna Studio found on 2 defects while CppCheck
and PC-Lint found on 4. But the resulting reports con-
tained 4, 4, 8 and 30 messages respectively. Therefore

SCA allows to detect and to remove the real defects in
the software. But the effectiveness of the tools usage is
different.

4. SCA effectiveness

For quality of the SCA results assessment the set
of metrics was chosen. Criteria that reflect the quality
of SCA results are Precision and Recall. They are
based on the number of true positive (TP), false posi-
tive (FP), and false negative (FN) in the analyzer’s
reports.

Precision means the ratio of weaknesses reported
by a tool to the set of actual weaknesses in the analyzed
code. It is defined as the number of weaknesses cor-
rectly reported (TP) divided by the total number of
weaknesses actually reported (TP plus FP):

TP

Precision = .
TP + FP

The Recall metric represents the fraction of real
flaws that were reported by a tool. Recall is defined as
the number of real flaws that a tool reported (TP), di-
vided by the total number of real flaws that existed in
the code (TP plus FN):

TP

Recall= ——.
TP +FN

SCA tools reports contained messages with differ-
ent importance levels: style, informational, elective
notes, etc. These messages are not related to vulnerabili-
ties that were presented in the test samples and can be
suppressed in the results. Therefore, for Precision and
Recall metrics calculation such messages did not taken
into account. Only error and warnings messages for
tools reports were taken.

In addition to the Precision and Recall metrics, an
F score was calculated by taking the harmonic mean of
the Precision and Recall values. The F_score provides
weighted guidance in identifying good static analysis
tool by capturing how many of the weaknesses were
found (TP) and how much noise (FP) was produced.
F Score is a measure of the SCA results quality:

SCA_Precision xSCA_recall

F_Score =2x .
- SCA_Precision+SCA_recall

Usage of such metrics is a complex task for real
software with a large amount of the source code. It is a
difficult task to estimate accurately the number of actual
defects in software. Small test samples do not cover all
defects that may be present in real projects, but they
allow to estimate the number of existing defects and to
calculate the value of TP, FP, FN for the SCA results.
Table 2 shows Precision, Recall and F_Score metric’s
values that were obtained for all test sets.
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Table 2 Test samples contains an average no more than
SCA Results several tens lines of the source code. So, analysis
; i Precision value is high enough. PVS-Studio and Goanna
CppCheck | V5 | G PC
PPLRCCK | grudio | PO | ing Studio analyzers Precision metric is equal to 1 for all
Test set 1 test sets.. Recall metric shows opposite results: It
Recall 0.64 0.24 0.10 0.48 cbaracterlze small percentage of defects det.ectlon.
Figure 1 shows metric F_Score change depending on
Precision 0,89 1 1 0,41 the test set.
F_score 0,74 0,39 0,21 0,44 For the first test set effectiveness of SCA tools
Test set 2 varies significantly. CppCheck is the most effective in
Recall 0,18 0,18 0,27 0,27 this case. Static analyzer allows to detect the vast ma-
Precision 1 1 1 0,43 jority of defects present in test samples and to generate
F_score 0,31 0,31 0,35 0,33 small percentage of false positives. For the second and
Test set 3 third sets values are similar. All tools demonstrate
Recall 0,6 0,5 0,5 0,6 analogous results. For CWE 476 vulnerability test set
Precision 1 1 1 0,75 rate of the F_Score is the same for three analyzers. The
F score 0,75 0,67 0,67 0,67 result for CppCheck SCA is differed slightly.
0,8 0
F_Score Metric
0,7 -
0,6
0,5
mTestset1
0,4 -
Testset 2
0,3 1 W Testset 3
0,2 -
0,1 -
0 -
CppCheck PVS-Studio Goanna PC-Lint

Fig. 1. F_Score metric for all test sets

Thus, the metric F Score reflects effectiveness of
SCA. However, the study found that the effectiveness of
static analysis is a complex measure that depends on the
complexity and implementation details of the testing
source code. The value of the F_Score metric is useful
for comparison of the results for only single target soft-
ware. The high results for particular project do not guar-
antee a similar result for any other software.

Conclusion

Static code analysis is effective measure for soft-
ware security assurance. The use of SCA technology in
the software development requires a small amount of
resources and allows to eliminate the real defects.
However, selecting of the specific SCA tool is an ac-
tual problem. Different SCA tools do not demonstrate
the same effectiveness in vulnerability identification.
Effectiveness depends on the rule’s bases, used meth-

ods, complexity and characteristics of the software
source code.

The development of general approach for source
code security analyzers choosing requires further
study. This will help to improve the quality of SCA
and to get a universal means for static analyzer selec-
tion for particular projects.
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PenenzeHT: 1-p TeXH. HayK, mpod. kad. koM roTepHHUX cucTeM i Mepexxk A.B. T'opbenko, HanionanbHuii aepokoc-
MivHui yHiBepcuteT iM. M.€. JKykoBcbkoro «XAl», XapkiB, YkpaiHa.

OIIHKA MPUJATHOCTI 3ACTOCYBAHHSA CTATUYHUX AHAJII3ATOPIB
JIJISI BUSIBJIEHHSI BPA3JIMBOCTEM B TIPOI'PAMHOMY 3ABE3IIEUEHHI

O.B. Ilomoposa, /I.0. Isanuuuiun

[HCTpyMEHTaNBHI 3ac00M CTaTHYHOrO aHani3y BuxigHoro koxy (CA) H03BOJISIOTH aHANI3YBATH BUXITHUAN KOX
200 BiJIKOMIIJILOBAaHUH KOJ| 3 METOIO BUSBIICHHS HEJOMIKIB Oe3rneku. Po3poOHuku 3aco6iB CA JeKIapyloTh MOXKIIHU-
BiCTh BUSIBJICHHSI 3HAYHOT'O MEPENiKy e(eKTiB, IpoTe eeKTUBHICTD i1eHTUdIKalii 11 pi3HUX THUIIB IIOMUJIOK € HE
OJTHAKOBOIO. B cTarTTi AOCHIIKEHO 3aCTOCYBaHHS CTATHMYHOTO aHAIII3y BHXIJHOTO KOMY JUIS BHSBJICHHS Ae(EKTiB
TIOB’sI3aHUX 3 OE3MEKO0 MpOorpamMHOro 3abe3nedyeHHs. Po3risiHyTo pe3ynbratd (YHKI[IOHYBaHHS MOIIMPEHUX Ha
CBOTOJIHI iHCTpyMeHTanbHUX 3aco0iB CA BuximHoro xoxy. IIpoBeneHo aHami3 epeKTUBHOCTI 3aCTOCYBaHHS iHCTPY-
MeHTaJIbHUX 3ac00iB CA 1y1s BUSIBIIGHHS Ie)EKTIB y BUXIJIHOMY KO/ MMOB’s13aHKX 3 Oe3nexoro [13.

Karwouosi ciioBa: 6esneka [13, cratnunuii aHaini3, eeKTUBHICTh CTATUYHOIO aHAI3Y.

OLEHKA ITPUT'OJHOCTU IPUMUHEHU I CTATUYECKHUX AHAJIM3ATOPOB
JJIA BBISIBJIEHUA YA3BUMOCTEHN B TPOI'PAMHOM OBECIIEYEHUU

O.B. Ilomoposa, /I.A. Heanuuuiun

WHcTpyMeHTanbHble CPEeNICTBA CTATHYECKOTrO aHan3a ucxonHoro koaa (CA) Mmo3BoONSIOT aHATU3UPOBATH HC-
XOJHBIM KO/ WM OTKOMIMJIMPOBAHHBIA KO/ C IENbI0 BBIABICHHS HEJOCTaTKOB Oe3omacHoCTH. Pa3paborunku
cpenctB CA nmexnapupyeT BO3MOXKHOCTD BBISIBIICHHS! 3HAUUTENBHOTO NepeyHs JedeKToB, onHako 3¢(deKkTHBHOCT
UAeHTU(HUKAIUY JUTsI pa3IMYHBIX THIIOB OIIMOOK SIBJISETCS HE ONMHAKOBOW. B cTaThe MccienoBaHO NMpUMEHEHHE
CTaTHYECKOTO aHaJIN3a MCXOAHOrO KOJa IS BBIIBICHHS Ne(EKTOB CBA3aHHBIX C OE30MacCHOCTH IPOrPaMMHOTO
obecrieueHusi. PaccMoTpeHb! pe3yabTaThl (yHKIMOHUPOBAHUS PACHPOCTPAHEHHBIX Ha CETOAHS MHCTPYMEHTAJIbHBIX
cpenctB CA ucxoanoro koxa. [IpoBeneH ananu3 3¢ (EeKTUBHOCTH NMPUMEHEHUsT WHCTPYMEHTaJIbHBIX cpenctB CA
JUISL BBISIBJIEHHS Ae(EKTOB B HCXOJAHOM KOJIe CBSI3aHHBIX ¢ Oe3omacHocThio [10.

Karouessie cioBa: 6ezonacuocts [10, cratnueckuii ananms, 3pHeKTHBHOCTh CTATHYECKOTO aHAIH3A.
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